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INFORMATION PROCESSING METHOD
AND DEVICE

CROSS-REFERENCE TO RELATED
APPLICATIONS

This patent application claims the priority of the Chinese
Patent Application No. 201410584882.0, entitled “INFOR-
MATION PROCESSING METHOD AND DEVICE,” filed
on Oct. 27, 2014, which is hereby incorporated by reference
herein in its entirety.

TECHNICAL FIELD

In various embodiments, the present disclosure relates to
the field of communications, and in particular to an infor-
mation processing method and device.

BACKGROUND

With the rapid development and considerable diversity of
1P services, it is very important to ensure the quality of data
transmission over the IP network.

The asymmetry of Internet paths stimulates the one-way
path measurement because of the asymmetric. Characteriz-
ing one-way path metrics from a web server is invaluable to
online services (e.g., video streaming and CDN (Content
Delivery Network)), because such knowledge allows the
providers to adaptively tune their services for improving
QoE (Quality of Experience) and better understand the
conditions of network paths between their client devices and
themselves. For instance, knowing one-way path perfor-
mance from a set of servers to a client device, a CDN
controller can direct the client device to the most suitable
server. Such information can also facilitate streaming ser-
vices to select a proper bitrate for a client device and help
service providers differentiate ISPs’ performance and diag-
nose network faults.

SUMMARY

According to an aspect of the disclosure, it is provided an
information processing method. It is received a request for
service data from a client device. In response to the request
for service data, it is sent at least two probing packets which
contain the service data to the client device on a forward
path which is from a server to the client device. It is obtained
timing information, which includes: a time stamp corre-
sponding to the service data, a time stamp corresponding to
the request for the service data, and time stamps correspond-
ing to at least two backward-path packets sent by the client
device on a backward path, the backward path being from
the client device to the server. It is determined according to
the timing information a one-way path metric.

According to another aspect of the disclosure, it is pro-
vided an information processing device. The device includes
one or more processors; and a memory coupled to the one or
more processors; program modules stored in the memory,
the program modules being executable by the one or more
processors to: receive a request for service data from a client
device; in response to the request for service data, send at
least two probing packets which contain the service data to
the client device on a forward path which is from the server
to the client device; obtain timing information, which com-
prises: a time stamp corresponding to the service data, a time
stamp corresponding to the request for the service data, and
time stamps corresponding to at least two backward-path
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2

packets sent by the client device on a backward path which
is from the client device to the server; and determine
according to the timing information a one-way path metric.

According to another aspect of the disclosure, it is pro-
vided a non-transitory computer-readable storage medium
storing instructions thereon for execution by at least one
processing circuit. The instructions includes: receiving a
request for service data from a client device; in response to
the request for service data, sending at least two probing
packets which contain the service data to the client device on
a forward path which is towards the client device; obtaining
timing information, which include: a time stamp corre-
sponding to the service data, a time stamp corresponding to
the request for the service data, and time stamps correspond-
ing to at least two backward-path packets sent by the client
device on a backward path which is from the client device
to the server; and determining according to the timing
information a one-way path metric.

This section provides a general summary of the disclo-
sure, and is not a comprehensive disclosure of its full scope
or all of its features. Further areas of applicability will
become apparent from the description provided herein. The
description and specific examples in this summary are
intended for purposes of illustration only and are not
intended to limit the scope of the present disclosure.

BRIEF DESCRIPTION OF THE DRAWINGS

In the following, embodiments of the present disclosure
will be discussed with reference to drawings. It should be
understood that the drawings illustrate generally, by way of
example, but not by way of limitation, various embodiments
discussed in the present disclosure.

FIG. 1 is a flow chart of an information processing
method according to an embodiment of the present disclo-
sure.

FIG. 2 is a schematic diagram illustrating the structure of
an information processing device according to an embodi-
ment of the present disclosure.

FIG. 3 is a schematic diagram illustrating a client device
according to an embodiment of the present disclosure.

FIG. 4 is a schematic diagram illustrating an application
scenario of selecting a suitable CDN server according to an
embodiment of the present disclosure.

FIG. 5 shows the measurement process according to an
embodiment of the present disclosure.

FIG. 6a shows the process of detecting the first probing
packet on the forward path is lost according to an embodi-
ment of the present disclosure.

FIG. 65 shows the process of detecting the second probing
packet on the forward path is lost according to an embodi-
ment of the present disclosure.

FIG. 6¢ shows the process of detecting both the first and
second probing packets on the forward path are lost accord-
ing to an embodiment of the present disclosure.

FIG. 7a shows the process of detecting the first backward-
path packet is lost according to an embodiment of the
present disclosure.

FIG. 75 shows the process of detecting the second back-
ward-path packet is lost according to an embodiment of the
present disclosure.

FIG. 7¢ shows the process of detecting both the first
backward-path packet and the second backward-path packet
are lost according to an embodiment of the present disclo-
sure.
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FIG. 8 shows the process of detecting forward-path
packet reordering according to an embodiment of the present
disclosure.

FIG. 9 shows the architecture of OWPScope according to
an embodiment of the present disclosure.

FIG. 10 shows approximation accuracy of using NT/RT in
different OS/browsers w/o intentionally introduced CPU
load, each cell contains the average value in millisecond and
the standard deviation, in which L: Linux; W: Windows; FF:
FireFox; CH: Chrome; IE: Internet Explorer, FireFox (v26)
does not support RT.

FIG. 11 shows the topology of the testbed.

FIG. 124 shows one-way delay jitter and round-trip delay
jitter.

FIG. 1256 shows forward-path delay jitter and packet loss.

FIG. 12¢ shows backward-path delay jitter and packet
loss.

FIG. 13 shows a structure of a server according to an
embodiment of the disclosure.

DETAILED DESCRIPTION

Despite its usefulness, measuring one-way metrics from a
web server is very challenging and existing solutions suffer
from the following limitations.

1) Few Low-level One-way Path Metrics

Low-level one-way metrics (e.g., packet loss, packet
reordering, jitter, and capacity, etc.) are indispensable for
characterizing path properties, because they directly affect
online services through factors like throughput, QoE, etc.
However, existing systems (e.g., speedtest, boomerang
(http://yahoo.github.io/boomerang)) can only measure a few
metrics, such as, round-trip time (RTT), TCP bulk-transfer
capacity, etc., and the accuracy is limited by their incapa-
bility to access low level information.

Packet loss may be referred to those lost during transmis-
sion over a one-way path. Packet reordering may indicate
that the sequence of packets arriving at a receiver is different
from the sequence of packets sent from a sender.

2) Deployment Issues

Most existing systems require installing specific soft-
wares or plugins at the client device side. Although they may
simplify the measurement, not all client devices are willing
to install such software/plugins due to security consider-
ations, limiting their popularity. As such, most existing
systems are only applied for client devices who require low
security (e.g., client devices without firewalls, or client
devices with firewalls which are in weak security). For client
devices with high security requirements, it may be impos-
sible to perform one-way path measurement since it is not
allowed to install specific software or plugins at the client
device side.

3) Heavy Overhead

Existing systems usually perform individual measurement
for each metric and therefore, cause heavy network overhead
when measuring multiple metrics. It is desirable to measure
multiple metrics simultaneously to reduce the impact of the
measurement on network paths.

4) Restricted Usage Due to Client-Device-Side Firewalls

Many existing systems conduct measurement by sending
special packets (e.g., ICMP (Internet Control Messages
Protocol)) instead of packets carrying application data to
induce responses from remote hosts. Although they do not
require software installation at remote hosts, they are unsuit-
able for server-side measurement because client devices’
perimeter firewalls usually filter out all these unsolicited
packets.
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To overcome one or more of these limitations, embodi-
ments of the present disclosure provide an information
processing method, capable of obtaining timing information,
and based on which determining one or more metrics.

Referring to FIG. 1, an information processing method
according to an embodiment of the present disclosure
includes steps 101-103 which may be implemented for
example at a server.

At step 101, it is received a request from a client device
for service data, and then the requested service data are
encapsulated into at least two probing packets, afterwards
the at least two probing packets are sent out via a forward
path.

In an example, the probing packet carry real application
data, that is, the requested service data is the payload of the
probing packet.

At step 102, timing information is obtained.

Since the probing packet is carried with service data (for
example, a web object such as a picture), the browser in the
client device can store a timestamp when the probing packet
arrives at the client device. As such, a timestamp can be
gathered through Javascript in the browser page.

The timing information may include a timestamp corre-
sponding to a piece of service data, a timestamp correspond-
ing to a request for service data, a timestamp corresponding
to a packet which is sent from a client device via a backward
path (referred to as backward-path packet). There may be at
least two backward-path packets.

In some examples, the client device may use Resource
Timing and High Resolution Time (RT/HRT) or NT and
HRT (NT/HRT) to obtain the time stamp when the request
is sent and the time stamps when the probing packets are
received, and then send the backward-path packets carrying
these obtained time stamps to the server. In some examples,
these obtained time stamps may be contained in the headers
of the backward-path packets.

The forward path and backward path have opposite trans-
mission directions. In an example, the forward path is from
the server to the client device and the backward path is from
the client device to the server.

The service data may be referred to data of various
applications. For example, the service data may be web
page, and a web object of the web page may be encapsulated
into the probing packet. That is, the probing packet carries
real application data, so that can penetrate the firewalls of
the client device. In another example, the service data may
be streaming media data.

At step 103, a one-way path metric is determined accord-
ing to the obtained timestamps. The one-way path metric can
characterize a transmission property of the one-way path.

The one-way path metric for the forward path may
include forward-path packet loss which is for example used
to determine a packet loss rate, forward-path packet reor-
dering, forward-path jitter and forward-path capacity. The
one-way path metric for the backward path may include
backward-path packet loss which is for example used to
determine a packet loss rate, backward-path packet reorder-
ing, backward-path jitter and backward-path capacity.

In an example, there may be two probing packets. The
request service data are encapsulated into a first probing
packet and a second probing packet. There is a first acknowl-
edge number included in (for example, the header of) the
first probing packet and a second acknowledge number
included in (for example, the header of) the second probing
packet. The second acknowledge number is equal to a sum
of the sequence number of the request for service data and
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the length of the payload. The first acknowledge number is
smaller than the second acknowledge number.

The following will elaborate how to determine the one-
way path metric.

1) Forward-path Packet Loss

Since packets in the client device cannot be captured, for
each piece of service data (e.g., a web object of a web page),
the embodiments of the present disclosure use two time-
stamps to detect the forward-path packet loss, i.e., a first
time stamp when a first byte of the piece of the service data
is received (the first byte of the piece of the service data is
always carried in the first probing packet), and a second time
stamp when the piece of the service data is completely
received (i.e., the last byte of the piece of the service data is
received).

If the first probing packet is lost, the client device will
receive the second probing packet firstly. The time stamp
when the client device receives the retransmitted first prob-
ing packet is the time stamp when the client device receives
the first byte of the piece of the service data, is also the time
stamp when the client device receives the complete service
data.

In the case the difference between the second time stamp
and the first time stamp corresponds to the server’s retrans-
mission timeout (RTO), it is indicated the second probing
packet is lost on the forward path.

In the case the difference between the second time stamp
and the first time stamp corresponds to the RTT, it is
indicated both the first and second probing packets are lost
on the forward path.

2) Backward-path Packet Loss

After receiving the two probing packet, the client device
will send back two packets over the backward path, i.e., a
first backward-path packet and a second backward-path
packet.

Let a third time stamp denote the time when the first
backward-path packet is received, and let a fourth time
stamp denote the time when the second backward-path
packet is received.

Both the third and fourth time stamps correspond to
backward-path packets sent from the client device over the
backward path.

It is determined the arrival sequence of the first and
second backward-path packet.

In the case the second backward-path packet arrives at the
server before the first backward-path packet, and the differ-
ence between the fourth time stamp and the third time stamp
corresponds to the RTO of the client device, it is indicated
the first backward-path packet is lost.

In the case the first backward-path packet arrives at the
server before the second backward-path packet, and the
difference between the fourth time stamp and the third time
stamp corresponds to the RTO of the client device, it is
indicated the second backward-path packet is lost.

In the case the first backward-path packet arrives at the
server before the second backward-path packet, and the
difference between the fourth time stamp and the third time
stamp corresponds to a first sum, it is indicated both the first
and second backward-path packets are lost. The first sum is
equal to the RTO of the client device plus a first difference
value. The first difference value is equal to the difference
between the timestamp when the second backward-path
packet is received and the timestamp when the first back-
ward-path packet is received in the case none of the first and
second backward-path packets is lost.
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3) Forward-path Packet Reordering

It is determined whether the server receives an ACK
packet whose ACK number is equal to the sequence number
of the first probing packet, if yes, it is determined forward-
path packet reordering occurs.

4) Backward-path Packet Reordering

On the other hand, it is easier to detect packet reordering
on the backward path because the server can capture all
packets from the client device.

In case the second backward-path packet is received
before the first backward-path packet and the difference
between the third time stamp and the fourth time stamp is
much smaller than the RTO of the client device (e.g., the
ratio of the difference between the third time stamp and the
fourth time stamp to the RTO of the client device is smaller
than a preset threshold), it is determined packet reordering
on the backward path occurs.

5) Forward-path Capacity

The forward-path capacity may be determined as a ratio
of the length of the probing packet to a second sum. The
second sum is equal to the difference (i.e., a second differ-
ence) between the second time stamp and the first time
stamp plus the noise.

To raise the accuracy of the forward-path capacity, we
may, for example, dispatch Nu (Nu is an integer =1) padding
packets between the two probing packets. Padding packets
have TTL (Time To Live) values less than the TTL values of
probing packets, so as to make them not arrive at the client
device. In this example, the forward-path capacity is deter-
mined as a ratio of a first product to the second sum. The first
product is equal to the length of the probing packet multi-
plied by (Nu+1).

To raise the accuracy of the calculation of the forward-
path capacity, we may, for example, filter out biased sample
from the timing information before calculating the forward-
path capacity. The biased sample may be referred to those
time stamps associated with a piece of service data which is
requested by the client device.

6) Backward-path Capacity

The backward-path capacity may be determined as a ratio
of the length of the backward-path packets to a third
difference value. The third difference value is equal to the
difference between the fourth time stamp and the third time
stamp.

To raise the accuracy of the calculation of the backward-
path capacity, we may, for example, filter out biased sample
from the timing information before calculating the back-
ward-path capacity.

7) Forward-path Jitter

The forward-path jitter may be determined as a difference
between a fifth difference value and a fourth difference
value.

The fourth difference value is equal to a difference
between a time stamp when the client device sends the
request for the i? (i is an integer equal to or greater than 1)
service data (in case the webpage is requested, the request
for the i” service data is to request the i” web object in the
webpage) and a time stamp when the server sends a corre-
sponding probing packet (containing the service data corre-
sponding to the request for the i service data) for the initial
time. The fifth difference value is equal to a difference
between a time stamp when the client device sends the
request for the (i+1)” service data and a time stamp when the
server sends a corresponding probing packet (containing the
service data corresponding to the request for the (i+1)”
service data) for the initial time.
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When a web page is requested, the request for the i
service data points to the i web page in the requested web
page.

When a request for the (i+1)™ service data from the client
device is received, the difference between a time stamp
when a probing packet is sent and a time stamp when the
probing packet is received is equal to the fourth difference
value.

8) Backward-path Jitter

Let a difference between a time stamp when the client
device sends the request for the i service data and a time
stamp when the server receives the request for the i service
data as a sixth difference value. Let a difference between a
time stamp when the client device sends the request for the
(i+1)” service data and a time stamp when the server
receives the request for the (i+1)” service data as a seventh
difference value. The backward-path jitter is equal to the
difference between the seventh difference value and the sixth
difference value.

The embodiments of the present invention further pro-
vides an information processing device, including a first
packet-processing unit 21, an obtaining unit 22 and a deter-
mining unit 23, as shown in FIG. 2.

The first packet-processing unit 21 is configured to:
receive a request for service data from a client device; in
response to the request for service data, send at least two
probing packets which contain the service data to the client
device on a forward path.

The obtaining unit 22 is configured to obtain timing
information, which include: a time stamp corresponding to
the service data, a time stamp corresponding to the request
for the service data, and time stamps corresponding to at
least two backward-path packets sent by the client device on
a backward path.

The determining unit 23 is configured to determine a
one-way path metric according to the timing information.

As can be understood, the information processing device
can implement the information processing method of each
embodiment of the present disclosure.

The embodiments of the present disclosure further pro-
vide a server, including the information processing device as
shown in FIG. 2. The server may be for example shown as
FIG. 13.

In the scenario of CDN network, the information process-
ing device as shown in FIG. 2 may be located in a web server
and/or a resource server.

The embodiments of the present disclosure further pro-
vide a client device, including a second packet-processing
unit 31 and a measurement unit 32, as shown in FIG. 3.

The second packet-processing unit is configured to: send
a request for service data to a server, and send to the server
at least two backward-path packet carrying timestamps
obtained by the measurement unit 32.

The measurement unit 32 is configured to: obtain a time
stamp when the request for the service data is sent, time
stamps when the client device receives the probing packets,
time stamps when the client device sends backward-path
packets after receiving the probing packets.

In an example, the measurement unit 32 uses RT/HRT to
obtain these timestamps or uses NT/HRT to obtain these
timestamps.

In some examples, each unit of the information process-
ing device may be implemented as the microprocessor.

The embodiments of the present disclosure further pro-
vide an information processing system, including the server
and the client device as described herein.
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In the following embodiments of the present application,
the information processing device is referred to as OWP-
Scope.

OWPScope consists of two key components: (i) a server-
side measurement module that sends crafted probing packets
and inspects packets from client devices to compute the
metrics and (ii) a piece of javascript as) code running in a
client device’s browser to collect required timestamps
through HTMLS interfaces. FIG. 4 illustrates one applica-
tion scenario of OWPScope, where it is deployed to a web
server and other resource servers in a CDN (content delivery
network) network. When a client device visits the front page
of the web server (step 1), the js code will be downloaded
and executed in the client device’s browser (step 2), some
embedded web objects (e.g., images) will be fetched from
other resource servers (steps 3, 4, 3', 4"). After the browser
receives probing packets carrying these web objects, which
are sent by OWPScope, the js code collects a set of timing
information and sends them back to the web server (step 5).
By processing such data, OWPScope obtains the one-way
performance between the client device and each resource
server and can redirect the client device to the most suitable
server (e.g., a server with the highest data transmission
speed).

The OWPScope empowers web servers to simultaneously
measure four low-level one-way path metrics, i.e., packet
loss, packet reordering, capacity, and jitters. OWPScope
exploits only standard features in HTMLS, HTTP, and TCP
without requiring specific software/plugins installed at the
client device side. With specially crafted probe packets in an
established TCP connection, OWPScope can penetrate cli-
ent-device-side firewalls and perform measurement with
low overhead by correlating information gleaned from the
application and the TCP levels. Moreover, OWPScope uses
packets carrying real application data (i.e., probing packets)
to conduct representative measurement.

Three HTMLS5 features, i.e., Navigation Timing (NT),
Resource Timing (RT) and High Resolution Time (HRT),
can be used by OWPScope to collect timing information on
the client device side. NT and HRT are W3C’s recommen-
dation (i.e., standard) and supported by major browsers,
while RT is W3C’s Candidate Recommendation and cur-
rently supported by IE and Chrome.

Specifically, NT provides an interface to obtain time-
stamps in millisecond resolution for a set of events during a
web page’s loading cycle. Meanwhile, RT offers an interface
to collect timing information associated with each resource
within a document. From NT (or RT), OWPScope collects
three timestamps: (1) requestStart, denoted as T _,, the time
immediately before the browser sends a request for a web
page (or a resource) (in other words, the time when the
browser sends a request for a web page (or a resource)); (2)
responseStart, denoted as T,,, the time immediately after the
browser receives the first byte of a web page (or a resource)
(that is, the time when the browser receives the first byte of
a web page (or a resource)); (3) responseEnd, denoted as
T,., the time immediately after the browser receives the last
byte of a web page (or a resource) (that is, the time when the
browser receives the last byte of a web page (or a resource).
In addition, OWPScope relies on HRT to obtain the current
time in sub-millisecond resolution, which is not subject to
system clock skew or adjustments.

FIG. 5 illustrates OWPScope’s measurement process and
the collected timing information when RT is available. The
forward path is from a server to a client device and the
backward path is from a client device to a server. At the
beginning, the client device (i.e., C) sends a request (i.e.,
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Rq_P) for a web page (i.e., Rp_P) that contains several small
web objects (like figures) and OWPScope’s js code. In some
examples, these web objects (i.e., resources in the resource
server), to be fetched by the client device, are in the same
server as the web page. In other examples, these web
objects, to be fetched by the client device, are in one or more
resource servers while the web page is in the web server, as
shown in FIG. 5.

Let W be one web object requested by C through Rq,
whose sending time is recorded in T .. In some example, the
client device or the client device’s browser runs the js code
and uses RT and HRT to record the sending time of Rq. On
the arrival of Rq, OWPScope logs its arrival time Ty, and
replies with 2 probing packets, which carry the content of W,
and Nu (Nuzl) padding packets, which are dispatched
between 2 probing packets. Padding packets are the same as
probing packets except that they have limited TTL values so
that they will be routed through the same path as probing
packets and dropped by a router a few hops away from C.
Sending padding packet is to increase the accuracy of a
one-way path metrics (will be explained below). In some
examples, there may be no padding packets (i.e., Nu=0).

Let Tg,, and T, be the sending time of Rp, and Rp,, and
T'g,1 and T'g,, denote the time when they reach C. The
browser records the time when Rp, (or Rp,) is delivered to
it in T, (or T,,) before rendering W. When Rp_P has
multiple web objects, the browser will record each object’s
T, T, and T,,. Finally, the js code in the web page fetches
the stored values through RT and sends them along with
padded content (may be any content) to OWPScope. The
padded content is long enough so that the client device will
send back 2 packets (i.e., MI;, and MI,), whose sending
times and arriving times are denoted as T", ;, and T, ,, (Which
may be obtained by C through the RT/HRT) respectively.
After a predefined delay, the web page will be automatically
reloaded for another round of measurement.

If the browser only supports NT, OWPScope regards the
requested web page (rather than resources of the web page)
as W. The browser will also record the arrival time of Rp,
(or Rp,) in T, (or T,,).

The following will discuss metric measurement methods.

1. One-way Packet Loss

1) One-way Packet Loss on the Forward Path

It is challenging to detect the loss of probing packets
because we cannot capture packets in C. OWPScope
addresses this issue by driving C to generate different
responses in the presence or the absence of probing packets.
More precisely, OWPScope instructs Rp1 to acknowledge
partof Rql. Let SN, and L, (which may be contained in
the header of Rql) denote the sequence number and the
length of Rql, respectively. OWPScope sets Rp, ’s acknowl-
edge number to SNy, +Lz,,/2 and that of Rp, to SN, +
Lggi-

1.1) Rql is Lost

A client device sends Rq1 to a resource server for request-
ing the web object W. The resource server sends probing
packets Rpl and Rp2 containing W to the client device.

As shown in FIG. 6a, if Rpl is lost, Rp2 triggers a pure
ACK packet. The server starts timing when sending Rp1, if
an ACK packet whose ACK number is SN, +Lz,,,/2 is still
not received when timeout occurs, the server retransmits
Rp1 after timeout, denoted as RpT, and then C sets T, and
T, with the same value (sometimes there may be negligible
difference due to noise). Because of the request-response
nature of HTTP, C can only send out Rq2 for next web object
through the same TCP connection after Rpl has been
received.
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1.2) Rp2 is Lost

IfRp2 is lost as shown in FIG. 64, a pure ACK will be sent
after the delayed ACK timer (starting timing at the moment
when receiving Rp1) expires, indicating that Rp1 has been
received. Since Rp1 only acknowledges part of Rql, C will
retransmit the unacknowledged portion, denoted as RqT'.
The server will retransmit Rp2 after timeout (i.e., Rp2).
Therefore, the difference between Tpe and Tps approximates
to the server’s retransmission timeout (RTO). The new
request (i.e., Rq2) will be dispatched after Rp2 is received.

1.3) Both Rql and Rq2 are Lost

If both Rpl and Rp2 are lost, the client device will
retransmit the whole request (i.e., Rql) again, as shown in
FIG. 6(c). The interval between the arrival time of Rql and
that of Rql is around C’s RTO. The server will first
retransmit Rp1 (i.e., Rp1) that will trigger a pure ACK, and
then retransmit Rp2 (i.e., Rp2) after receiving the pure ACK.
Then, the difference between Tpe and Tps approximates to
RTT. Another request (i.e., Rq2) will be sent after Rp1 and
Rp2 arrive.

2) One-way Packet Loss on the Backward Path

FIG. 7a to FIG. 7c¢ illustrate how to detect backward-path
packet loss. It is easy as two packets will be returned and
OWPScope can capture them.

2.1) M1, is Lost

Referring to FIG. 7a, if MI, is lost, OWPScope first
observes MI, and then retransmit MI,. We use d,~IT,,.—
T, to differentiate it from the scenario when MI, and MI,
are reordered, because in the former case d,, is close to C’s
RTO whereas in the latter case d,, is usually much smaller.

2.2) Ml, is Lost

Referring to FIG. 7b, if MI, is lost, OWPScope first
observes MI1 and d,, is close to C’s RTO.

2.3) Both M1, and MI, are Lost

Referring to FIG. 7¢, if both packets are dropped and
retransmitted, (T,,,-T",,,) approximates to its normal
value plus C’s RTO.

2. One-way Packet Reordering

1) One-way Packet Reordering on the Backward Path

It is straightforward to detect packet reordering on the
backward path because OWPScope captures all packets
from C.

2) One-way Packet Reordering on the Forward Path

It is nontrivial to detect forward-path packet reordering
since OWPScope cannot capture packets in C.

This problem may be tackled by letting in-order probing
packets trigger responses different from that caused by
out-of-order probing packets. As shown in FIG. 8, the arrival
of Rp2 will induce a pure ACK packet whose acknowledge
number is equal to the sequence number of Rpl. After
receiving Rpl, C sends out a new request Rq2. Note that
OWPScope can distinguish the forward-path packet reor-
dering from forward-path packet loss according to Rq2
before retransmitting any packet, because C cannot send it
until receiving Rpl and Rp2 to the current request (i.e.,
Rql). This method is effective because the time lag of
reordered packets is quite small compared to the minimal
one-way delay (for example, the ratio of the two is less than
a preset threshold).

As shown in FIG. 8, a client device sends Rql to a server
for requesting W. SN, and L, , is the sequence number
and length of Rql, respectively. R,,’s ACK number is
SNg,1+Lz,1/2 and R ,’s ACK number is SNy, +Lz ;. Inthe
case out-of-order occurs (that is, Rp1 is sent before Rp2 but
Rp2 arrives at the client device first), the client device sends
back a pure ACK packet after receiving Rp2. The ACK
number of the pure ACK packet is equal to the sequence
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number of Rp1, according to which OWPScope determines
Rp2 is received first. In the case Rpl and Rp2 arrives at the
client device in sequence, the OWPScope will receive Rq2
rather than the pure ACK whose ACK number is equal to the
sequence number of Rpl.

3. One-way Capacity

1) One-way Capacity on the Forward Path

Let C; be the maximum number of bits that can be
transmitted on the j* link. The one-way path capacity is
equal to Q=min{C,},j=1, 2, .. . L, where L is the number of
links that compose the path. In FIG. 5, OWPScope uses
packet train to measure the forward-path capacity by send-
ing N=2+Nu packets (2 probing packets and Nu padding
packets) of size S bytes back-to-back. The packet dispersion
observed by C is 8,~1"zp>— 1"z, . However, they cannot be
obtained by OWPScope because we do not control C.
Instead, in an example, 3, may be estimated by using

Tpe—T}?S and then the capacity can be computed by Eq.(1)
following.
1 M
g W-bs_ 7R
F= Sy +& _6N+‘9’
NN

where & denotes the noise due to the approximation, S is
the size of the probing packet/padding packet.

The rational behind this packet train based approach is
three-fold.

First, the resolution of NT/RT (i.e., millisecond) limits the
minimal d,,that that can be measured and, thus, the maximal
capacity that can be measured by a packet-pair based
method (i.e., N=2). In contrast, 8,,can be increased by a long
packet train.

Second, the approximation may be biased by the noise
from OS/browser. Eq.(1) shows that the effect of noise can
be mitigated by increasing N.

Third, although a packet train measures the average
dispersion rate (ADR) in the presence of severe cross traffic,
ADR has two good properties: it is independent of the length
of packet train (i.e., N) so that OWPScope can increase N to
mitigate the effect of noise; the effect of cross traffic can be
alleviated by increasing the sending rate of probing packets.

In an example, the minimum-delay-sum principle can be
further employed to filter out biased samples. Let d, =T~
Tgpi and dp=T, ~Tg .. The principle specifies that if the
probing packets are affected by cross traffic, the sum of
packet delays will be increased. Therefore, in an example,
only samples that fulfill Eq.(2) should be used to compute
the forward-path capacity, so as to improve the accuracy of
forward-path capacity.

min{dn+dp}=min{dp }+min{d, }

2) One-way Capacity on the Backward Path

OWPScope use packet pair to measure backward-path
capacity as shown in Eq.(3), because it can capture packets
from C with high-resolution timestamp.

@

Qp=5/Tyr~Tasy' 3

where S denotes the size of the packet sent by the client
device (equal to the size of the probing packet).

In a similar example, we define d,,=T,,,-1",, and
d,,=T, ;-1 and use Eq.(4) to select unbiased samples
for calculating the backward-path capacity, so as to improve
the accuracy of backward-path capacity. 1',, may be
obtained through HRT.

min{d,,+dy, }=min{d,, }+min{d,,}
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4. One-way lJitter

Let D=T -Tg,, and D,=T, -T, . Note that D,and D,
are not one-way delays, because the server and the client
device are usually not synchronized. Given a sequence of D
and D, samples, forward-path jitter and backward path jitter
can be computed using Eq.(5.1) and Eq.(5.2).

0,()=Di+1)-Di) 5.1)

0,(D)=Dp(i+1)-Dy (i) (5.2)

Since the clock skew in typical computer is around 1 part
per million (ppm), if the interval between samples is small
(e.g., 100 ms), the error in jitter measurement due to clock
skew is negligible (i.e., 0.1 us). Otherwise, the relative clock
skews may be removed by for example using the methods as
described in “Remote Physical Device Fingerprinting”.

FIG. 9 illustrates the architecture of OWPScope’s server-
side module according to an embodiment of the present
disclosure, which consists of three components. The mea-
surement component will conduct RT-based or NT-based
measurement depending on their availability. The former is
preferred since RT allows us to conduct multiple measure-
ments through several web objects in one web page.

The packet handling component sends probing/padding
packets through raw socket and capture incoming packets
through libnetfilter queue.

The management component forwards parameters and the
js code to the measurement component and then obtains the
raw measurement results (i.e., a sequence of timing infor-
mation for each web object) from it. After processing the
raw data (e.g., compute the loss rate, capacity, etc.), the
management component will make decision according to
service logic (e.g., redirect a client device to the most
suitable server in the CDN scenario) and store the results.

Since T,,-T,, is used to approximate to dy (i.e., T'gpy—
T'zp1), the following will evaluate its approximation accu-
racy.

Approximation Accuracy of Using NT/RT

The approximation accuracy is evaluate in two settings,
including a Linux machine (i3 CPU 2.4 GHZ and 8 GB
memory) running Ubuntu 12.04 with FireFox (v26) and
Chrome (v32), and a Window machine with the same
hardware running Windows 7 with IE (v11), FireFox (v26)
and Chrome (v32). We delay Rp2 by B (BE{30,50,100,
150}ms) to evaluate packet dispersion and use WireShark to
capture Rp1 and Rp2 at the client device side for calculating
T'zps—T'zp; - For each setting, we run the experiment for 30
times and calculate the mean and the standard deviation.
Moreover, we also examine the result after introducing 25%
CPU load to the PC.

FIG. 10 shows that the majority of the differences are
within [-1, 1]ms. It is acceptable as OWPScope can further
increase N to mitigate the effect of noise as shown in Eq.(1).
The difference obtained in Linux is usually smaller than that
in Windows. The largest difference was observed when
using NT within IE in Windows. In contract, the difference
is not significant when RT is used in IE. It may be due to the
implementation deficiencies as both NT and RT are new
standards. By studying the source codes of FireFox and
Chrome, we did observe some implementation issues,
including:

(1) Chrome records responseStart after processing an
HTTP header while Firefox does it before processing the
header. It may be the reason why Chrome’s difference
increases with additional CPU load;



US 10,178,204 B2

13

(2) In Windows, Chrome uses the function timeGet
Time( ) to retrieve the system time in milliseconds while
Firefox uses the function QueryPerformanceCounter( ) for
retrieving timestamp with higher resolution. It may be the
reason why Chrome has worse performance than FireFox;

(3) To ensure the timestamp increases monotonically,
Chrome introduces a set of functions that will adjust the raw
timestamp. These functions may introduce additional noise;

(4) Some issues in Chrome might have been discovered.

14
servers are deployed in Amazon EC2, which are located in
Singapore (SG), California (US), Tokyo (JP), and Sao paulo
(BR), individually. OWPScope is deployed on those servers
and uses RT to perform the measurement. We run IE 11 on
window 8.1 and Chromium 32.0 on Ubuntu 12.04 from a
residential network to visit the web server’s front page,
which includes images in different resource servers. The
download capacity of the residential network is 10 Mbps
(i.e., the forward-path capacity). Due to limited pages, we

For example, we fognd a “FIXME” comment in the function 10 only report the result for forward-path capacity as shown in
responseStart( ) saying that the time of responseStart may be Table 3. Since the estimated capacity of the four Internet
delayed. . paths are all around 10 Mbps, the bottleneck may be the
Many experiments are conducted to evaluate advantages residential network. As the web server has smaller capacity
the OWPScope. . (i.e., 5 Mbps), it becomes the bottleneck of that path. Table
1. Cont.rolled Experlment.s . 13 3 shows that the estimation accuracy increases with N,
We Vahdate.OWPScope in a testbed shown in FIG',H’ which is in consistent with Eq.(1), and two browsers lead to
where server-side modules of OWPScope are deployed in a similar results.
resource server and a web server. A MikroTik router is used
to limit the network capacity and D-ITG is employed to TABLE 3
generate cross traffic. 20
Packet Loss and Packet Reordering The estimated forward-path capacity (in Mbps) of five Internet paths.
To validate the detection of packet losses, we intentionally Each cell has two average values obtained from Chrome and IE.
drop Rp1 and/or Rp2. To emulate packet reordering on the X G Us » BR e
forward path, we let OWPScope send Rp2 before Rpl. The N
responses from the client device in these scenarios follow 25 32 11.27/10.99 11.25/10.69 10.98/10.68 11.07/11.15 5.55/5.27
what described before. 42 1030/10.10  10.49/10.84 10.40/11.02  10.27/10.61  5.25/5.40
Capaci 52 1033/10.24 10.07/1032  9.96/10.11  9.61/10.05 5.22/5.21
pacity
To evaluate OWPScope’s capability of measuring capac-
ity, we change the capacity of the path between the client For comparison, we use other tools, including Speedtest,
device and the resource server, and adjust the packet train’s 30 NPad, Netalyzr and Boomerang, to estimate the capacity
length (i.e., N). We run the experiment 30 times for each from their servers to the same client device. Speedtest
setting and list the mean and the standard deviation of selects one of its servers in the same region. NPad’s server
estimated capacities in Table 1. The results show that is hosted by M-Lab and Netalyzer has its own server. Since
OWPScope can accurately estimate the capacity with small boomerang requires the user to set up a server, we deploy it
standard deviation. Moreover, a longer packet train leads to 35 on an EC2 host in US. For each tool, the measurements were
better estimates, thus validating Eq.(1). repeated for 10 times and the average values for the traffic
TABLE 1
Capacity measurement in the testbed. N is the length
of packet train and Qg is the estimated capacity.
2 Mbps 5 Mbps 10 Mbps
N 10 30 30 50 50 100
Qp 217019 207005 561037 535015 100902  10.02/0.07
System Load volume, number of packets, and the estimated capacity are
We use siege (www.joedog.org) to simulate visitors to the computed and shown in Table 4.
resource server, who generate different number of packets 50
(i-e., 10, 30, 100). For each setting, siege runs for 10 minutes TABLE 4
and we log the average load at the end of each minute. Table
2 lists the mean of the ten results, showing that OWPScope Other systems' results and their traffic consumption.
introduces light overhead to the hosting server. N Tool Traffic Volume (MB)  Number of packets @, (Mbps)
TABLE 2 speedtest 38.6 40,336 9.14
npad 30.7 21,826 8.12
Load of the resource server. netalyzr 98.86 198,936 9.29
boomerang 2.06 2,111 1.78
Number of users 10 packets 30 packets 100 packets 6
50 0.04 0.046 0.08 While Speedtest and Netalyzr can achieve better perfor-
100 0.045 0.056 0.085 mance in capacity measurement than NPad and boomerang,
their accuracies are still lower than that of OWPScope.
2. Internet Experiments Speedtest generated around 40 MB traffic for estimating
Capacity 65 RTT and upload/download speed. In contrast, OWPScope

Following FIG. 4, a web server is set up in a campus
network with limited capacity of 5 Mbps and four resource

can measure multiple one-way path metrics with much
fewer packets. Although boomerang only generated around
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2 MB traffic, its estimation is not reliable. Since Netalyzr
conducted many other measurements besides capacity esti-
mation, it generated almost 200 MB traffic, consuming much
bandwidth.

Path Performance Over Time

We deploy OWPScope and a web server on an EC2 host
in US, and launch a Chrome browser in the campus network
to periodically visit the server for two days. As shown in
FIG. 12(a), the forward-path jitter does not have the same
distribution as the backward-path jitter and the round-trip
jitter. Note that knowing one-way jitter is useful for services
sensitive to it (e.g., online streaming). FIG. 12(5) and FIG.
12(c) show the time sequence of one-way jitter and packet
loss. Both metrics demonstrate a diurnal pattern (e.g., period
1 and period 2 in both figures). Moreover, there is an obvious
correlation between jitter and packet loss (i.e., larger jitter
accompanied with more packet loss). Note that the forward
path and the backward path exhibited different performance.

NT and/or RT have been quickly adopted by the industry.
For example, Google uses them to measure “perceived
latency” and provides site speed reports. Yahoo adds the
support of NT in boomerang. However, to our best knowl-
edge, OWPScope is the first system exploiting NT/RT for
measuring low-level one-way path metrics.

Although several server-side measurement systems have
been proposed, none of them can measure one-way metrics
like OWPScope.

While some non-cooperative tools have been developed
to measure one-way metrics, the majority of them were
designed as a client-device-side tool without considering the
requirements of server-side measurement. For example,
client device’s firewall will filter out unsolicited TCP/UDP/
ICMP packets and thus renders some tools useless. Some
tools only support one or two types of one-way metrics (e.g.,
Sting for packet loss, CapProbe for packet reordering).
Although TRIO can measure one-way capacity on top of
OneProbe, the estimation of forward-path capacity may be
affected by the noise in the reverse path. In summary, none
of these tools has the same capability as OWPScope.

Thus, the major advantages of the present disclosure
include:

1) The OWPScope empowers web servers to simultane-
ously measure four low-level one-way path metrics, i.e.,
packet loss, packet reordering, capacity, and jitters;

2) OWPScope exploits only standard features in HTMLS5,
HTTP, and TCP without requiring specific software/plugins
installed at the client device side;

3) With specially crafted probe packets in an established
TCP connection, OWPScope can penetrate client-device-
side firewalls and perform measurement with low overhead
by correlating information gleaned from the application and
the TCP levels;

4) OWPScope uses packets carrying real application data
(i.e., probing packets) to conduct representative measure-
ment, avoiding causing heavy overhead.

When implemented in form of a software functional
module and sold or used as an independent product, a
module/unit of an embodiment of the present disclosure may
also be stored in a non-transitory computer-readable storage
medium. Based on such an understanding, the essential part
or a part of the technical solution of an embodiment of the
present disclosure contributing to prior art may appear in
form of a software product, which software product is stored
in storage media, and includes a number of instructions for
allowing a computer equipment (such as a personal com-
puter, a server, a network equipment, or the like) to execute
all or part of the methods in various embodiments of the
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present disclosure. The storage media include various media
that can store program codes, such as a U disk, a mobile hard
disk, a Read-Only Memory (ROM), a magnetic disk, a CD,
and the like. Thus, an embodiment of the present disclosure
is not limited to any specific combination of hardware and
software.

Accordingly, an embodiment of the present disclosure
further provides a non-transitory computer storage medium
storing instructions (which may be executed by a processing
circuit) thereon for executing any information processing
method according to any embodiment of the present disclo-
sure.

Reference throughout this specification to “one embodi-
ment,” “an embodiment,” “specific embodiment,” or the like
in the singular or plural means that one or more particular
features, structures, or characteristics described in connec-
tion with an embodiment is included in at least one embodi-
ment of the present disclosure. Thus, the appearances of the
phrases “in one embodiment” or “in an embodiment,” “in a
specific embodiment,” or the like in the singular or plural in
various places throughout this specification are not neces-
sarily all referring to the same embodiment. Furthermore,
the particular features, structures, or characteristics may be
combined in any suitable manner in one or more embodi-
ments.

The terminology used in the description of the invention
herein is for the purpose of describing particular examples
only and is not intended to be limiting of the invention. As
used in the description of the invention and the appended
claims, the singular forms “a,” “an,” and “the” are intended
to include the plural forms as well, unless the context clearly
indicates otherwise. Also, as used in the description herein
and throughout the claims that follow, the meaning of “in”
includes “in” and “on” unless the context clearly dictates
otherwise. It will also be understood that the term “and/or”
as used herein refers to and encompasses any and all
possible combinations of one or more of the associated listed
items. It will be further understood that the terms “may
include,” “including,” “comprises,” and/or “comprising,”
when used in this specification, specify the presence of
stated features, operations, elements, and/or components,
but do not preclude the presence or addition of one or more
other features, operations, elements, components, and/or
groups thereof.

While the foregoing disclosure discusses illustrative
aspects and/or embodiments, it should be noted that various
changes and modifications could be made herein without
departing from the scope of the described aspects and/or
embodiments as defined by the appended claims.

The invention claimed is:

1. A method applied in a server having one or more
processors and a memory for storing program modules that
are executed by the one or more processors, the method
comprising:

receiving a request for service data from a client device;

in response to the request for service data, identifying

service data corresponding to the request and encapsu-
lating the identified service data into at least two
probing packets including a first probing packet and a
second probing packet;

sending the at least two probing packets which contain the

service data to the client device on a forward path
which is from the server to the client device;
obtaining, from the client device, at least two backward-
path packets sent by the client device after receiving the
at least two probing packets on a backward path from
the client device to the server, the at least two back-

2 <
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ward-path packets carrying timing information at least
partially based on the at least two probing packets,
which comprises: a time stamp corresponding to the
service data including a first time stamp indicating the
time when the client device receives the first probing
packet and a second time stamp indicating the time
when the client device completely receives the second
time stamp, a time stamp corresponding to the request
for the service data, and time stamps corresponding to
the at least two backward-path packets sent by the
client device; and

determining according to the timing information a one-

way path metric, further comprising:

determining that the first probing packet is lost on the

forward path when the first time stamp is equal to the
second timestamp;

determining that the second probing packet is lost on the

forward path when a difference between the second
time stamp and the first time stamp corresponds to a
Retransmission TimeOut (RTO) of the server; and
determining that both the first probing packet and second
probing packet are lost on the forward path when a
difference between the second time stamp and the first
time stamp corresponds to a Round-Trip Time (RTT).

2. The method according to claim 1, wherein when there
are two backward-path packets consisting of a first back-
ward-path packet and a second backward-path packet, the
time stamp corresponding to at least two backward-path
packets sent by the client device on a backward path
comprises a third time stamp indicating the time when the
first backward-path packet is received and a fourth time
stamp indicating the time when the second backward-path
packet is received,

wherein in the case the one-way path metric is backward-

path packet loss, the determining according to the

timing information a one-way path metric comprises:

determining the first backward-path packet is lost,
when the second backward-path packet arrives
before the first backward-path packet and a differ-
ence between the fourth time stamp and the third
time stamp corresponds to the RTO of the client
device;

determining the second backward-path packet is lost,
when the first backward-path packet arrives before
the second backward-path packet and a difference
between the fourth time stamp and the third time
stamp corresponds to the RTO of the client device;
and

determining both the first backward-path packet and
second backward-path packet are lost, when the first
backward-path packet arrives before the second
backward-path packet, and a difference between the
fourth time stamp and the third time stamp corre-
sponds to it normal value plus the RTO of the client
device.

3. The method according to claim 1, wherein in the case
the one-way path metric is forward-path packet reordering,
the determining according to the timing information a one-
way path metric comprises:

determining whether an acknowledge (ACK) packet

whose ACK number is equal to the sequence number of
the first probing packet is received; and

in the case it is, determining forward-path packet reor-

dering occurs.
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4. The method according to claim 1, wherein in the case
the one-way path metric is forward-path capacity, the deter-
mining according to the timing information a one-way path
metric comprises:

determining the forward-path capacity by dividing a size

of the probing packet by a sum of a difference between
the second time stamp and the first time stamp plus a
noise.

5. The method according to claim 4, wherein there are Nu
padding packets dispatched between the first and second
probing packets, wherein Nu is an integer greater than 0,
wherein each padding packet has a Time To Live (TTL) less
than the TTL of each of the first and second probing packets,

wherein the forward-path capacity is determined by divid-

ing a product of Nu-1 and the size of the probing
packet by a sum of a difference between the second
time stamp and the first time stamp plus the noise.

6. The method according to claim 5, wherein biased time
stamps are filtered out before determining the forward-path
capacity.

7. The method according to claim 1, wherein there are two
backward-path packets consisting of a first backward-path
packet and a second backward-path packet, the time stamp
corresponding to at least two backward-path packets sent by
the client device on a backward path comprises a third time
stamp indicating the time when the first backward-path
packet is received and a fourth time stamp indicating the
time when the second backward-path packet is received,

wherein in the case the one-way path metric is backward-

path capacity, the determining according to the timing
information a one-way path metric comprises:

determining the backward-path capacity by dividing a

size of the backward-path packet by a difference
between the fourth time stamp and the third time stamp.
8. The method according to claim 7, wherein biased time
stamps are filtered out before determining the backward-
path capacity.
9. The method according to claim 1, wherein in the case
the one-way path metric is forward-path jitter, the determin-
ing according to the timing information a one-way path
metric comprises:
determining the forward-path jitter by subtracting a fourth
difference value from a fifth difference value,

wherein the fourth difference value is equal to a difference
between a time stamp when the client device sends the
request for the i” service data and a time stamp when
the server sends a corresponding probing packet for the
initial time,

wherein the fifth difference value is equal to a difference

between a time stamp when the client device sends the
request for the (i+1)” service data and a time stamp
when the server sends a corresponding probing packet
for the initial time.

10. The method according to claim 1, wherein in the case
the one-way path metric is backward-path jitter, the deter-
mining according to the timing information a one-way path
metric comprises:

determining the backward-path jitter by subtracting a

sixth difference value from a seventh difference value,
wherein the sixth difference value is equal to a difference
between a time stamp when the client device sends the
request for the i” service data and a time stamp when
the server receives the request for the i” service data,
wherein the seventh difference value is equal to a differ-
ence between a time stamp when the client device
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sends the request for the (i+1)* service data and a time
stamp when the server receives the request for the
(i+1)” service data.

11. A non-transitory computer-readable storage medium
storing instructions thereon for execution by at least one
processing circuit, the instructions comprising:

receiving a request for service data from a client device;

in response to the request for service data, identifying

service data corresponding to the request and encapsu-
lating the identified service data into at least two
probing packets including a first probing packet and a
second probing packet;

sending the at least two probing packets which contain the

service data to the client device on a forward path
which is towards the client device;

obtaining, from the client device, at least two backward-

path packets sent by the client device after receiving the
at least two probing packets on a backward path from
the client device to the server, the at least two back-
ward-path packets carrying timing information at least
partially based on the at least two probing packets,
which comprise: a time stamp corresponding to the
service data including a first time stamp indicating the
time when the client device receives the first probing
packet and a second time stamp indicating the time
when the client device completely receives the second
time stamp, a time stamp corresponding to the request
for the service data, and time stamps corresponding to
the at least two backward-path packets sent by the
client device; and

determining according to the timing information a one-

way path metric, further comprising:

determining that the first probing packet is lost on the

forward path when the first time stamp is equal to the
second timestamp;

determining that the second probing packet is lost on the

forward path when a difference between the second
time stamp and the first time stamp corresponds to a
Retransmission TimeOut (RTO) of the server; and
determining that both the first probing packet and second
probing packet are lost on the forward path when a
difference between the second time stamp and the first
time stamp corresponds to a Round-Trip Time (RTT).

12. The non-transitory computer-readable storage
medium according to claim 11, wherein in the case the
one-way path metric is forward-path packet reordering, the
determining according to the timing information a one-way
path metric comprises:

determining whether a ACK packet whose ACK number

is equal to the sequence number of the first probing
packet is received; and

in the case it is received, determining forward-path packet

reordering occurs.

13. The non-transitory computer-readable storage
medium according to claim 11, wherein in the case the
one-way path metric is forward-path capacity, the determin-
ing according to the timing information a one-way path
metric comprises:

determining the forward-path capacity by dividing a size

of the probing packet by a sum of a difference between
the second time stamp and the first time stamp plus a
noise.
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14. The non-transitory computer-readable storage
medium according to claim 13, wherein in the case the
one-way path metric is forward-path jitter, the determining
according to the timing information a one-way path metric
comprises:
determining the forward-path jitter by subtracting a fourth
difference value from a fifth difference value,

wherein the fourth difference value is equal to a difference
between a time stamp when the client device sends the
request for the i” service data and a time stamp when
the server sends a corresponding probing packet for the
initial time,

wherein the fifth difference value is equal to a difference

between a time stamp when the client device sends the
request for the (i+1)” service data and a time stamp
when the server sends a corresponding probing packet
for the initial time.

15. A device applied in a server, comprising:

one or more processors; and

a memory coupled to the one or more processors;

program modules stored in the memory, the program

modules being executable by the one or more proces-

sors to:

receive a request for service data from a client device;

in response to the request for service data, identifying
service data corresponding to the request and encap-
sulating the identified service data into at least two
probing packets including a first probing packet and
a second probing packet;

send the at least two probing packets which contain the
service data to the client device on a forward path
which is from the server to the client device;

obtain, from the client device, at least two backward-
path packets sent by the client device after receiving
the at least two probing packets on a backward path
from the client device to the server, the at least two
backward-path packets carrying timing information
at least partially based on the at least two probing
packets, which comprises: a time stamp correspond-
ing to the service data including a first time stamp
indicating the time when the client device receives
the first probing packet and a second time stamp
indicating the time when the client device com-
pletely receives the second time stamp, a time stamp
corresponding to the request for the service data, and
time stamps corresponding to the at least two back-
ward-path packets sent by the client device; and

determine according to the timing information a one-way

path metric, further comprising:

determining that the first probing packet is lost on the

forward path when the first time stamp is equal to the
second timestamp;

determining that the second probing packet is lost on the

forward path when a difference between the second
time stamp and the first time stamp corresponds to a
Retransmission TimeOut (RTO) of the server; and
determining that both the first probing packet and second
probing packet are lost on the forward path when a
difference between the second time stamp and the first
time stamp corresponds to a Round-Trip Time (RTT).
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